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Abstract Digital watermarking is used to protect text copyright and to detect unauthorized use. In

this paper, two invisible blind watermarking methods for Arabic text are proposed. Since the

pseudo-space is very small space used to force the connected characters to be isolated, it is added

to the word space to hide binary bit ‘‘0” or ‘‘1”. In the first proposed method, the pseudo-space is

inserted before and after normal word space based on dotting feature in Arabic text. The second

proposed method inserts the pseudo-space and other three small or zero width spaces to increase

the capacity, where the presence of them indicates bit ‘‘1” and the absence indicates bit ‘‘0”. The

comparative results obtained by testing the proposed methods with some of existing watermarking

methods using variable size text samples with different watermark lengths. The experiments show

that the proposed methods have the highest capacity and higher imperceptibility than other water-

marking techniques from the literature. The robustness of the proposed methods is tested under

most of possible text attacks. They are robust against electronic text attacks such as: copying

and pasting, text formatting and text tampering for tampering ratio up to 84%.
� 2017 The Authors. Production and hosting by Elsevier B.V. on behalf of King Saud University. This is

an open access article under theCCBY-NC-ND license (http://creativecommons.org/licenses/by-nc-nd/4.0/).
1. Introduction

Digital watermarking techniques have been widely emerged in
order to effectively protect multimedia copyright. Digital

watermarking refers to the embedding process that inserts a
watermark (i.e. Label, signature, or copyright) into several
types of media. These types of media include text, audio, image,

and video. The watermarking system involves two main pro-
cesses: embedding of the watermark into the original data
and extracting the watermark from watermarked data or

attacked watermarked data. When designing a watermarking
system, some of the basic requirements must be taken into
account which vary depending on the use of the system
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Table 2 The used spaces.

Watermarking

method

The inserted

spaces

Location of

insertion

Open space methods (Bender

et al., 1996)

NS Between words,

lines or sentences

Pseudo-space method

(Alotaibi and Elrefaei, 2016)

PS Between words

Proposed Method 1 PS Between words

Proposed Method 2 PS, HS, TS

and ZWS

Between words
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(Stanković et al., 2012; Cox et al., 2007). The key watermarking
requirements are: capacity, imperceptibility, robustness and
security. Capacity is the total number of hidden bits in an

object. Imperceptibility is used to measure the difference
between the original and watermarked object by noting any
addition to the original object. Robustness is the ability to

extract or detect the watermark after the watermarked object
has been attacked. Security requirement is the difficulty of
extracting the watermark without the destruction of the water-

marked object.
Creating a hidden watermark in the text is the hardest kind

due to the relative lack of unnecessary information within a text
file compared to an image or audio files. The human sensitivity

to text changes is higher than the sensitivity to other multime-
dia. Any text change must reserve the meaning, fluently, writing
style and text value (Topkara et al., 2006; Jalil, 2010).

Text watermarking methods can be classified into: line-shift
coding, word-shift coding, linguistic methods, open space
method and other methods based on the language characteris-

tic (Alotaibi and Elrefaei, 2015). In line-shift coding, the lines
are shifted up or down to hide ‘‘0” or ‘‘1”. In word-shift coding
the words are moved horizontally to code secret bits. Linguis-

tic methods aim to change the text structure (syntactic
approach) or text content (semantic approach) (Bennett,
2004). Open space method depends on the exploitation of
the white spaces by adding a space or more between words,

sentences or at the end of lines to indicate on the existence
of hidden bits (Bender et al., 1996).

The contributions of this paper are improving the embed-

ding capacity by proposing two Arabic text watermarking
methods, Method 1 and Method 2 and testing their robustness.
The proposed methods utilize the open space between words

but instead of using normal space as in Bender et al. (1996),
small spaces or no width ones are used. Arabic letters do not
take one form, but their shape varies depending on its location

in the word (Alotaibi and Elrefaei, 2015). Pseudo-space is a
non printing character when it comes before or after the letter,
it forces the letter to take the final or initial form. Using it at
the beginning or ending of the word does not change the word

shape. The researchers in Alotaibi and Elrefaei (2016) inserted
it before the normal space to indicate hidden data. In the pro-
posed Method 1, Pseudo-space is added before and after the

regular space to provide capacity as twice as the method pre-
sented in Alotaibi and Elrefaei (2016). In the proposed Method
2, four spaces: Pseudo-space, Thin space, Hair space and Zero

width space, were chosen to be added to the normal space to
Table 1 The chosen spaces.

Space name Space unicode De

Normal Space (NS) U+0020 No

Pseudo-Space (PS) U+200C Fo

Thin Space (TS) U+2009 1/5

Hair Space (HS) U+200A Th

Zero width Space (ZWS) U+200B No
give a very large capacity. The existence of these spaces is used
to hide bit ‘‘1”, and the absence of them is used to hide bit ‘‘0”.

1.1. Overview of the used spaces

The proposed methods have adopted to embed the watermark

in the Arabic text by inserting some spaces to the normal
space. The chosen spaces are shown in Table 1 with their
Unicode’s (Whitespace character, 2016). Table 1 also shows
examples of using these spaces between two words ‘‘ ”ناحبس
and ‘‘ ”هللا to show how wide are they. The vertical pointer
indicates where the Unicode space is inserted. Table 2 shows
the used spaces in methods (Bender et al., 1996; Alotaibi and

Elrefaei, 2016) and in the proposed watermarking methods.
The rest of this paper is organized as follows: Section 2

reviews the related work in Arabic text watermarking. The

proposed methods are discussed in Section 3. Experiments
are conducted to evaluate the capacity and imperceptibility
of the proposed methods and to compare it with five of the
Arabic text watermarking methods in Sections 4.1 and 4.2.

Robustness of the proposed methods is measured under most
of the existing known text attacks in Section 4.3. Section 5 con-
cludes the paper.

2. Related work

Text watermarking methods in any language exploit the char-

acteristics of the writing in that language or the general text
characteristics. Arabic script has many characteristics such
as: open space, kashida, diacritics and dotting.

Open space is a general characteristic used for data hiding
in the host text as in the research work presented in Bender
et al. (1996) by exploitation of the white spaces in the text
scription Example

rmal space used to separate words

rce the connected letters to be separate

(sometimes 1/6) of an em wide

inner than a thin space

width



238 R.A. Alotaibi, L.A. Elrefaei
document. The manipulation of the white spaces is done in
three different ways: inter-sentence spacing, end-of-line spaces
and inter-word spacing. Inter-sentence spacing is encoding

secret information in the form of binary string on the text
based on spaces between sentences. It encodes ‘‘0” by inserting
one space or encodes ‘‘1” by inserting two consecutive spaces.

This method suffers from low capacity because only one or
two bits encoded in each sentence. The indiscriminate use of
this method reduces its transparency. White Spaces are well

utilized in the end-of-line spaces method, because the extra
spaces are placed at the end of the line which provides higher
imperceptibility to the reader than the previous method. In
end-of-line spaces, two spaces are used to embed one bit per

line, four spaces are used to embed two bits, eight spaces are
used to embed three bits, and so on. There are no restrictions
on the use of this method in terms of text structure. However,

some programs destroy the hidden data by the removal of the
additional spaces.

In inter-word spacing, the extra spaces are inserted between

two consecutive words. A single space between words encodes
the binary bit ‘‘0”, while two spaces encode the binary bit ‘‘1”.
Yang and Kot (2004) and Huang and Yan (2001) produced

watermarking methods in text images based on modifying
the word space. The spaces between characters are combined
with a word space based on embedding rules to watermark a
text image in Yang and Kot (2004). This method could not

be applied in Arabic text because its characters are connected.
In Huang and Yan (2001), the lines of text image considered as
sampling point of a sine wave. The watermark is inserted in

frequency, phase and amplitude of the sine wave. The water-
marking methods in text image are not robust to copy and
paste or formatting operations. The watermark is lost using

OCR programs. Also, they consume time compared to meth-
ods which are dealing with text directly.

Arabic language has unique properties used in data hiding.

Dotting property is one of the most important properties.
Points are located up or down some of the Arabic letters. In
the research work presented in Shirali-Shahreza and Shirali-
Shahreza (2006), points are shifted up referring to hide bit

‘‘1” or keeping it in its places to denote bit ‘‘0”. The dotting
property also used with pseudo-space to utilize each open
word space in Alotaibi and Elrefaei (2016). The watermarking

process includes insertion of pseudo-space before the word
space based on the letter before it. The pseudo-space does
not change the space between words and the letter shape. It

is inserted if the letter before word space is pointed and the
embedding bit equals ‘‘1”. It is also inserted if the letter is
un-pointed and the embedding bit equals ‘‘0”.

Kashida or extension character could be added to the text to

indicate the existence of secret data. It is used to adjust the text
by extending the words and does not change the meaning. The
authors in Gutub et al. (2007) used kashida with dotting

property in the watermarking process. They insert kashida
before or after letters containing points to indicate the bit one.
They also insert it before or after letters that do not contain

points to indicate bit zero. The kashida is inserted in a particular
pattern in this method, so the authors change the insertion pro-
cess to increase the security. In Gutub et al. (2010) one Kashida

is inserted after any letter can hold it to represent bit zero, and
two consecutive Kashidas are inserted to represent bit one.

In Alginahi et al. (2013) kashida is added before 6 letters
which accept to connect from the right (Arabic script is written
from right to left), provided that the character before these let-
ters accept the insertion of the kashida after it. The researchers
in Alginahi et al. (2014) have used the same previous mecha-

nism where the kashida is added before specific sets of letters.
They divided the Arabic letters into two sets depending on the
occurrences of the letters. Set A containing the higher frequen-

cies while set B containing the lower ones. They have devel-
oped two methods, the first used set A and the second used
both set A and set B. The main disadvantages of kashida-

based methods are the possibility to note the kashida and
the capacity is variable depending on the ability of the letter
to extend, it is inserted only in certain places in the word.

The Arabic language does not contain vowels, but instead

of them, it has diacritics or harakat. Diacritics help in the cor-
rect pronunciation of the words. They distinguish between two
words which composed of the same letters, but having a differ-

ent voice and meaning. These diacritics were used in the field of
steganography and watermarking Arabic text. Some methods
(Aabed et al., 2007; Bensaad and Yagoubi, 2011) display dia-

critics or hide them to denote ‘‘0” or ‘‘1” bits. Diacritics are
utilized in Shah and Memon (2011) in a different way, the
direction of the diacritic ‘‘Fatha” is reversed. The usual form

is used to denote one, and the reversed one to denote zero. This
method requires a special font.

The diacritics-based methods are not blind, they require the
original text in the detection process. The capacity of them

depends on the number of the diacritics in the text. The using
of diacritics in Arabic text becomes a little because they could
find out by parsing the text. The Persians researchers in

Shirali-Shahreza and Shirali-Shahreza (2008,2010) and
Shirali-Shahreza (2008), developed some methods to hide data
in Arabic and Persian texts based on the Unicode of characters.

The Unicode based methods use characters that have special
features to be utilized in the hidden process. In Shirali-
Shahreza and Shirali-Shahreza (2008) a new steganography

approach has been proposed which uses pseudo-space between
unconnected characters and pseudo-connection between
connected characters to hide bits ‘‘0” or ‘‘1”. These additions
does not affect the overall look of the text, but used to hide

secret data.
The authors in Shirali-Shahreza and Shirali-Shahreza

(2010) use two characters ‘‘Ya” and ‘‘Kaf” in Arabic and Per-

sian languages with similar appearance in two positions in the
word, which means that they have different codes. They use
the Persian characters to hide bit ‘‘0” and the Arabic charac-

ters to hide bit ‘‘1”. In Shirali-Shahreza (2008) the ‘‘0” or
‘‘1” bits are hidden based on the use of one of the two forms
of the word ‘‘La”. The ‘‘La” word could be written by pressing
one button on the keyboard representing one code. The previ-

ous implementation is used to hide ‘‘0”. ‘‘La” word is written
by inserting the kashida between two characters ‘‘Lam” and
‘‘Alef” to hide ‘‘1”. The Unicode based methods have high

transparency but very low capacity, except the first method.
It has a large capacity, but the secret bits could be affected
in the extraction side.
3. Proposed methods

Text watermarking methods based on open space preserve the

integrity of the linguistic and grammatical rules, clarity and
value of the text. The extra spaces between words, sentences
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or at the end of the line are often not observed by readers.
However, the existing methods based on utilizing white spaces
in the text suffer from low data insertion capacity. Also, the

using of normal space frequently may draw attention.
Two Arabic text watermarking methods are proposed in

this paper by utilizing each word space in the text and this

guarantee high insertion capacity. The manipulation of white
spaces between words is done by adding small spaces or no
width ones instead of using normal space to satisfy impercep-

tibility requirement. The first method, Method 1 utilizes the
dotting feature in a way to improve the capacity of the method
presented in Alotaibi and Elrefaei (2016). Pseudo-space is a
non printing character used to separate two parts of the same

word in Persian language. It is inserted before the normal
space in Alotaibi and Elrefaei (2016) and it is inserted before
and after normal space in the proposed Method 1 based on

the character before the normal space and the character after
it whether they are pointed or not. The proposed Method 2
could be applied to Arabic text or any other languages.
Algorithm 1. Method 1 embedding algorithm

Input : Original text:OT, watermark in binary format:W, Set of pointed

Output : Watermarked text

j 0

L lengthðWÞ
C lengthðOTÞ
for i=2: C-1 do

Get Ci ;Ci�1 ;Ciþ1
if Ci is space then

if ðCi�1 2 P and W½j� ¼ 1Þ then
insert pseudo space before Ci in Watermarked text

end

else if ðCi�1 2 UP and W½j� ¼ 0Þ then
insert pseudo-space before Ci in Watermarked text

end

j jþ 1

if j P Lthen

j 0

end

if ðCiþ1 2 P and W½j� ¼ 1Þ then
insert pseudo-space after Ci in Watermarked text

end

else if ðCiþ1 2 UP and W½j� ¼ 0Þ then
insert pseudo-space after Ci in Watermarked text

end

j jþ 1

if j P L then

j 0

end

end

end

return Watermarked text
3.1. Method 1

The first proposed Arabic text watermarking method, Method
1, improves the capacity of the work presented in Alotaibi and
Elrefaei (2016). The letter after the space in addition to the let-

ter before it are checked in the watermark embedding and
extraction processes. While the pseudo-space has no width
and it is used to make letters appearing isolated, it could be
added at the beginning or ending of the Arabic word without

any visual effects.

3.1.1. Embedding algorithm

The embedding algorithm takes a watermark in a binary rep-
resentation as a string of zeros and ones as an input with the
text to be watermarked. To get the watermarked text, the
checking process is applied from the right to the left at the let-

ter before the space and the letter after it. The pseudo-space is
inserted between the letter and the space if the letter matches
the insertion condition. The reader could not find any change
letters:P , and Set of unpointed letters :UP
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between the original and watermarked texts. The insertion
condition depends on the watermark bit and the letter status
as illustrated by the embedding algorithm shown in Algorithm

1. Fig. 1 shows an example of Method 1 where the colored let-
ters indicate the existing of pseudo-space after or before it. If
we take the second space as an example, the letter before the

space is ن which is pointed and the watermark bit equals
‘‘0”, so nothing is inserted. The letter after the space is ا and
the watermark bit equals ‘‘1”, also nothing is inserted.
3.1.2. Extraction algorithm

Method 1 is a blind watermarking method as the extraction

algorithm only needs the watermarked text to return the water-
mark bits. The extraction process checks the existence of the
pseudo space and the previous and next letters to set the water-
Algorithm 2. Method 1 extraction algorithm

Input : Watermarked text: WT , Set of pointed letters:P , and Set of unp

Output: Watermark: W

j 0

C lengthðWTÞ
for i=5: C-2 do

Get Ci;Ci�1;Ci�2;Ciþ1;Ciþ2
if Ci is space then

if Ci�1 is pseudo-space then

if Ci�2 2 P then

W½j�  1

end

else if Ci�2 2 UP then

W½j�  0

end

end

else

if Ci�1 2 P then

W½j�  0

end

else if Ci�1 2 UP then

W½j�  1

end

end

j jþ 1

if Ciþ1 is pseudo-space then

if Ciþ2 2 P then

W½j�  1

end

else if Ciþ2 2 UP then

W½j�  0

end

end

else

if Ciþ1 2 P then

W½j�  0

end

else if Ciþ1 2 UP then

W½j�  1

end

end

j jþ 1

end

end

return Watermark
mark bit to ‘‘1” or ‘‘0”. Algorithm 2 shows the extraction algo-
rithm in Method 1.

3.2. Method 2

In Method 2, the embedding algorithm involves the use of four
different spaces shown in Table 2, to be mixed with word nor-

mal space. Not all spaces are inserted all the time, only the
space which matches the watermark bit is inserted.

3.2.1. Embedding algorithm

The watermark bit stream is divided into groups, each of
length 4 bits. The first bit is corresponding to pseudo-space.
The second bit is corresponding to thin space. The third bit

is corresponding to hair space. The fourth bit is correspond-
ing to zero width space. Then, match each bit in each group
ointed letters :UP
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with corresponding space. If the bit equals to ‘‘1” the
intended space is inserted, else if the bit equals ‘‘0” nothing
is inserted. For example, if the group bits equal ‘‘0000”, no

one of the spaces is added. If the group bits equal ‘‘1111”,
all spaces are added to normal space while maintaining the
spaces order. The embedding algorithm steps explained in

Algorithm 3. Fig. 2 shows an example of the proposed
Method 2.
Algorithm 3. Method 2 embedding algorithm

Input : Original text:OT and watermark in binary format:W

Output : Watermarked text

j 0

L lengthðWÞ
C lengthðOTÞ
for i=1: C do

Get Ci

if Ci is space then

if ðW½j� ¼ 1Þ then
insert pseudo-space before Ci in Watermarked text

end

if ðW½jþ 1� ¼ 1Þ then
insert thin space after the previous space in Watermarked text

end

if ðW½jþ 2� ¼ 1Þ then
insert hair space after the previous space in Watermarked text

end

if ðW½jþ 3� ¼ 1Þ then
insert zero width space after the previous space in Watermarked t

end

j jþ 4

if j P Lthen

j 0

end

end

end

return Watermarked text

Figure 1 Exampl
3.2.2. Extraction algorithm

Method 2 could be used for any language where the space is

one of its writing components and not exclusively in the Arabic
language. This method works blindly where it does not require
the original text to extract secret data. As the previous method,

it searches for each space in the text and get the four characters
before the space. Each individual word space encodes four bits.
If an intended space is founded before word space, it will be
ext

e of Method 1.
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matched with its position in the watermark group. The
Algorithm 4. Method 2 extraction algorithm.

Input : Watermarked text: WT

Output : Watermark: W

j 0

C lengthðWTÞ
for i=5: C do

Get Ci , Ci�1 , Ci�2 , Ci�3 , Ci�4
if Ci is space then

col4 ¼ Ci�4 þ Ci�3 þ Ci�2 þ Ci�1 col3 ¼ Ci�3 þ Ci�2 þ Ci�1
col2 ¼ þCi�3 þ Ci�2 þ Ci�1
if col4 is PS followed by TS followed by HS followed by ZWS then

W½j; 4�  1111

end

else if col3 is TS followed by HS followed by ZWS then

W½j; 4�  0111

end

else if col3 is PS followed by TS followed by ZWS then

W½j; 4�  1101

end

else if col3 is PS followed by HS followed by ZWS then

W½j; 4�  1011

end

else if col3 is PS followed by TS followed by HS then

W½j; 4�  1110

end

else if col2 is PS followed by TS then

W½j; 4�  1100

end

else if col2 is TS followed by HS then

W½j; 4�  0110

end

else if col2 is HS followed by ZWS then

W½j; 4�  0011

end

else if col2 is PS followed by HS then

W½j; 4�  1010

end

else if col2 is PS followed by ZWS then

W½j; 4�  1001

end

else if col2 is TS followed by ZWS then

W½j; 4�  0101

end

else if col1 is PS then

W½j; 4�  1000

end

else if col1 is TS then

W½j; 4�  0100

end

else if col1 is HS then

W½j; 4�  0010

end

else if col1 is ZWS then

W½j; 4�  0001

end

else

W½j; 4�  0000

end

j jþ 4

end

end

return Watermark
extraction algorithm is stated in details in Algorithm 4.
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4. Results and discussions

To evaluate the proposed methods in terms of capacity, imper-
ceptibility and robustness, experiments are done using 15 dif-
ferent size text samples. The text samples are chosen from

OSAC: Open Source Arabic Corpus (Saad and Ashour,
2010) and AraCorpus (Index of /AraCorpus, 2010) with differ-
ent sizes from very small texts to very large ones. The text sam-

ples are classified based on MS Windows OS file search by size
property (Kashyap, 2010). Table 3 shows text categories based
on Windows classification. Table 4 shows the specifications of
the used text samples.
Table 3 Microsoft Windows OS text file size classifications

(Kashyap, 2010).

Text category File size

Empty 0 KB

Tiny 0–10 KB

Small 10–100 KB

Medium 100 KB–1 MB

Large 1–16 MB

Huge 16–128 MB

Gigantic >128 MB

Table 4 The text samples specifications.

Text sample Category File size in by

1 Tiny 260

2 Tiny 4657

4 Small 37,222

5 Small 82,469

8 Medium 692,668

9 Medium 839,936

10 Medium 992,340

8 Large 1,603,394

9 Large 5,014,295

10 Huge 33,795,725

11 Huge 50,477,212

12 Gigantic 274,730,158
The watermark length has been chosen as follows: 8 bit, 16

bit, 32 bit, 46 bit, 128 bit and 256 bit to observe the relation-
ship between the length of the watermark and the methods’
robustness. The watermark is generated randomly in each text

sample. The proposed methods have been implemented using
C#.net programming language.
4.1. Imperceptibility Evaluation results

Fig. 3 shows the GUI of the Arabic text watermarking system
which includes the proposed methods and other six Arabic

text watermarking methods: Diacritics method (Aabed et al.,
2007), kashida method (Gutub et al., 2007), enhanced kashida
method (Alginahi et al., 2013), enhanced kashida method A
(Alginahi et al., 2014), enhanced kashida method B

(Alginahi et al., 2014) and pseudo-space method (Alotaibi
and Elrefaei, 2016). As shown in Fig. 3, kashidas are colored
with red, pointed letters that are followed or preceded by

pseudo-space are colored with red while un-pointed letters
are colored with yellow. The proposed Method 1 and the
method presented in Alotaibi and Elrefaei (2016) have higher

imperceptibility than others. No one can distinguish between
the original and watermarked text because of the use of invis-
ible character pseudo-space. The proposed methods, Method
1 and Method 2, have higher imperceptibility than methods

based on kashida and diacritics. Diacritics method (Aabed
te Total characters No. of words

145 29

2664 496

20,636 3817

45,647 7707

437,860 86,084

399,038 76,036

489,346 93,565

860,748 135,032

2,695,581 456,299

18,244,881 2,937,989

27,326,194 4,415,785

148,163,622 23,690,877



Figure 3 GUI of the proposed Arabic text watermarking methods.

244 R.A. Alotaibi, L.A. Elrefaei
et al., 2007) draws attentions where some diacritics are present
and others are not.

4.2. Capacity Evaluation results

The capacity of the proposed methods: method 1 and method

2 is presented in Table 5 using the first ten text samples shown
in Table 4. The capacity of text watermarking methods is the
total number of bits which are embedded in the original text.

The capacity ratio is computed as:

Capacity ratio ¼ Number of hidden bits

Total number of characters

� 100 ðAlginahi etal:; 2013Þ

For comparison purposes, the proposed methods are com-
pared with six methods (Aabed et al., 2007; Gutub et al., 2007;

Alginahi et al., 2013, 2014; Alotaibi and Elrefaei, 2016) from
the literature, are shown in Fig. 4. The capacity results of
the proposed methods are higher than these watermarking

methods.
Table 6 shows the average capacity comparison results

using ten text samples. These text samples are taken from

Table 4. The average is the sum of each text capacity divided
by 10. The proposed methods have the highest capacity.
Method 1 improved the capacity of Diacritics method
(Aabed et al., 2007), kashida method (Gutub et al., 2007),
enhanced kashida method (Alginahi et al., 2013), enhanced

kashida method A (Alginahi et al., 2014), enhanced kashida
method B (Alginahi et al., 2014) and pseudo-space method
(Alotaibi and Elrefaei, 2016) by about 1852%, 92%, 535%,

162%, 123%, and 106% respectively. The capacity
of Method 2 has improved compared to the previous Arabic
watermarking methods about 4405%, 343%, 1366%, 505%,

414% and 377% respectively. These increase percentages are
calculated based on formulas in Percentage Change –
Percentage Increase and Decrease (2011). Diacritics method
(Aabed et al., 2007) has a variable capacity based on the exist-

ing of diacritics on the text. Even in case of using full diacrit-
ical text as shown in Fig. 3, Method 1 and Method 2 have
capacity closer or higher than the capacity of diacritics

method. Now, most of electronic Arabic texts are not
diacritical.
4.3. Robustness Evaluation results

The proposed methods are tested to evaluate their robustness
against most kind of text attacks. Tampering attack is the most

common type of text attacks especially in doing academic
researches. The attacker tries to change the overall look of
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Figure 4 Capacity comparison results in different methods using ten text samples.

Table 6 Average capacity comparison results using 10 text samples.

Watermarking method The used feature Capacity (bits) Capacity ratio (%)

Diacritics Method (Aabed et al., 2007) Diacritics 7262 1.65

Kashida Method (Gutub et al., 2007) Kashida 25,603 16.754

Enhanced Kashida Method (Alginahi et al., 2013) Kashida 8467 5.07

Enhanced Kashida Method A (Alginahi et al., 2014) Kashida 20,513 12.297

Enhanced Kashida Method B (Alginahi et al., 2014) Kashida 23,441 14.452

Pseudo-space Method (Alotaibi and Elrefaei, 2016) PS 24,841 15.585

Proposed Method 1 PS 52,350 32.212

Proposed Method 2 PS, HS, TS and ZWS 123,810 74.344

Table 5 The capacity of the proposed methods using 10 text samples.

Text sample Method 1 Method 2

Capacity (bits) Ratio (%) Capacity (bits) Ratio (%)

1 45 31.03 116 80

2 847 31.79 1988 74.62

3 3620 32.27 8128 72.47

4 7094 34.37 15,264 73.96

5 14,353 31.44 30,824 67.52

6 29,012 33.25 64,404 73.81

7 43,089 31.91 93,932 69.57

8 113,293 25.87 304,236 78.74

9 138,696 34.75 344,804 76.24

10 173,453 35.44 374,408 76.51

Average 52350.2 32.212 123810.4 74.344
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the text by inserting new words or sentences into the original
text or by deleting them. Insertion and deletion processes are

done in two ways: localized or dispersed (Jalil, 2010). In our
experiments, localized insertion is done in one place within
the watermarked text. This place can be at the beginning or
the end, or anywhere in the middle of the text. In dispersed

insertion, the words or sentences were added randomly in sev-
eral different parts of the watermarked text. In Localized dele-
tion, the sentences and words were deleted from one random
place in the watermarked text. Dispersed deletion is the most

distortion attack of the watermark because the deletions are
in different random places from the text.

Fig. 5 shows the GUI used to test the robustness of the pro-
posed methods for four different types of attack: localized

insertion, dispersed insertion, localized deletion and dispersed
deletion. The watermark is embedded in the original text many



a) Localized Insertion attack (inserted words are 
colored with red in output text).

b) Dispersed Insertion attack (inserted words are 
colored with red in output text). 

c) Localized Deletion attack (deleted words are colored
with red in input text).

d) Dispersed Deletion attack (deleted words are colored
with red in input text). 

Figure 5 GUI used for robustness testing of the proposed methods.
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times based on the watermark and the text lengths to increase
the robustness (Cox et al., 2007). Then, the watermarked text

has been attacked and finally, the watermark is extracted from
the attacked text.

The robustness is measured depending on the number of

times the watermark is found in the attacked watermarked
text. The watermark is considered to be survived if it is
founded once or more in the attacked text, otherwise it is lost.

The robustness of the proposed methods is tested using differ-
ent 12 text samples listed in Table 4. Each sample is tested with
watermark lengths: 8, 16, 32, 64, 128 and 256. Table 7 presents

the testing scenario of the tested text attacks and its results.



Table 7 Testing scenario and results of different text attacks.

Attack type Testing scenario Testing result

Localized

insertion

First, the user enters the insertion percentage and the watermarked

text. Then, words/sentences are inserted in one location in the

watermarked text based on the insertion percentage. This process is

repeated until the number of times the watermark extracted is

changed. Fig. 5a illustrates an example for testing Method 1 against

a localized insertion attack

The proposed methods are robust against localized

insertion attack as the number of times the watermark

embedded is equal to the number of times the

watermark extracted regardless the insertion percentage

Dispersed

insertion

First, the user enters the insertion percentage and the watermarked

text. Then, words/sentences are inserted in different locations in the

watermarked text based on the insertion percentage. This process is

repeated until the number of times the watermark extracted is

changed. Fig. 5b illustrates an example for testing Method 1 against

a dispersed insertion attack

In Method 1, the watermark is lost if it is embedded 3

times or less. The watermark is destroyed in text samle1

with watermark lengths 16 and more and in text sample

2 with watermark length 256

In Method 2, the watermark is lost if it is embedded only

once. This can not be happened except in very tiny text

sizes

Localized

deletion

First, the user enters the deletion percentage and the watermarked

text. Then, words/sentences are deleted from one location in the

watermarked text based on the deletion percentage. This process is

repeated until the number of times the watermark extracted is

changed. Fig. 5c illustrates an example for testing Method 1 against

a localized deletion attack

The proposed methods are robust against localized

deletion attack using medium and larger text. The

watermark is lost only in case of deleting 100% of text

which means deleting all the text. The required deletion

percentage to destroy the watermark in Method 1 and

Method 2 using small size text is between 97% and

100% and 99% and 100% respectively. Text sample No.

1 and 2 are used to represent tiny text. Text sample No.

1 is a very small text includes only 29 words which are

nothing important to be watermarked. In tiny text, the

required deletion percentages vary between 0 to 100%

depending on the number of times the watermark

repeated in the watermarked text before it attacked and

the watermark length

Dispersed

deletion

First, the user enters the deletion percentage and the watermarked

text. Then, words/sentences are deleted from different locations in

the watermarked text based on the deletion percentage. This process

is repeated until the number of times the watermark extracted is

changed. Fig. 5d illustrates an example for testing Method 1 against

a dispersed deletion attack

Using medium, large, huge and gigantic texts, the

dispersed deletion percentage to destroy the watermark

is 100% in both methods. In small size texts, the

dispersed deletion percentage is ranging from 84% to

100% in Method 1 and from 93% to 100% in Method 2.

The deletion percentage is between 0% and 97% in

Method 1, 0% and 100% in Method 2 using tiny texts

Copying and

pasting

The user copies the watermarked text, then pastes it in another

program and saves it. After that the watermark is extracted from the

saved file

The proposed methods are robust against copying and

pasting attack as the number of times the watermark

embedded is equal to the number of times the

watermark extracted

Formatting The user changes the watermarked text style like: font style, text size,

coloring, highlighting and any other effects. Then, the watermark is

extracted

The proposed methods are robust against formatting

attacks as the number of times the watermark embedded

is equal to the number of times the watermark extracted

Retyping,

Printing, and

OCR

The user retypes the watermarked text, or prints it, then scans it.

After that OCR program is used to turn the scanned printed text

into an electronic one. Finally the watermark is extracted

The proposed methods depend on the existence of

pseudo-space. This character does not print and does

not have any width, So the proposed methods are not

robust against retyping, printing or OCR
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5. Conclusion

Two methods for Arabic text watermarking are proposed by

utilizing each word space. Method 1 is specialized to be used
in the Arabic text or similar languages as it utilizes the Arabic
dotting feature. Method 2 could be used for any language uses

spaces to separate their words. The contribution of Method 2
is the using of four tiny spaces: pseudo-space, thin space, hair
space and zero width space with normal word space. The per-
formance of the proposed methods is tested to evaluate their

capacity, imperceptibility and robustness results and compared
to some Arabic text watermarking methods using different text
samples with six watermark lengths. The proposed methods
found to have the highest capacity and imperceptibility.
Method 2 has the largest capacity, but slightly lower impercep-

tibility than Method 1. The proposed methods are robust
against electronic text attacks such as: copying and pasting,
text formatting and text tampering for tampering ratio up to

84%.
As a future work, text watermark can be used with com-

pression algorithms such as Huffman algorithm instead of

using binary bits to represent the watermark. A private key
could be used in the proposed watermarking methods to prove
the authenticity. The proposed methods also could be com-
bined with other Arabic watermarking methods from the

literature.
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